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Abstract— Graphillion is a library for manipulating very large
sets of graphs, based on zero-suppressed binary decision dia-
grams (ZDDs) with advanced graph enumeration algorithms.
Graphillion is implemented as a Python extension in C++, to en-
courage easy development of its applications without introduc-
ing significant performance overhead. Experimental results show
that Graphillion allows us to manage an astronomical number of
graphs with very low development effort.

I. INTRODUCTION

A graph is a representation of a set of edges, each of which

connects a pair of vertices. It is often used as a mathematical

model for a variety of problems. Researchers have developed

many sophisticated graph libraries, but the design was focused

on handling a small number of graphs. Thus they cannot work

with very large sets of graphs, even though the set can grow ex-

ponentially with graph size since a graph with N edges induces

2N subgraphs. A graph library that could efficiently manage

very large and complex sets of graphs within a small amount

of memory would provide a novel way for powerful graph op-

erations; e.g., an optimizer that efficiently finds the best graph

from a non-convex graph set, and a graph database that can

select all matched graphs from a very large set.

In this paper, we introduce Graphillion, a software library

optimized for very large sets of graphs. Traditional graph li-

braries maintain each graph individually, which causes poor

scalability, while Graphillion handles a set of graphs collec-

tively without considering individual graph. Graphillion con-

centrates on edge-induced subgraphs of a given graph G =
(V,E), and a set of graphs is reduced into a set of edge col-

lections1, or a family of sets of edges more formally; i.e., a set

of graphs, {G1 = (V,E1),G2 = (V,E2)}, is regarded as a set

of edge collections, {G1 = E1,G2 = E2}. This reduction loses

the properties of each vertex, but allows programmers to ap-

ply a powerful theory on the family [1]. A set of collections

can be represented in a compressed form by sharing common

parts of similar collections, so a huge number of graphs can be

stored in a small amount of memory. We also employ efficient

algebra called family algebra [2], in order to perform optimiza-

tion, selection, and modification on very large graph sets; the

1In order to describe a set of sets without confusion, the word collection is

used to indicate an “inner” set like an edge set, while set is used for an “outer”

set like a graph set.

efficiency is due to the fact that they can be executed without

decompressing the data.

This family theory, of course, is unconcerned about graph

structure like a tree or a path, since it considers a graph to be

just an edge collection with no structure. We rectify this omis-

sion by employing the graph enumeration algorithm called

frontier-based search [3, 4, 5]. The algorithm lists all graphs

that have a specified structure, and then the listed graphs (edge

collections) are handled by family algebra. The number of

graphs listed, of course, can be very enormous, but a recent

development in enumeration algorithms allows us to output the

graphs in compressed form without enumerating them one by

one. This compressed form is easily converted into the com-

pressed form of the family theory [6], and so there is no diffi-

culty to adopt family algebra.

There are several graph libraries like NetworkX [7] and

Boost Graph Library [8]. These libraries are widely used for

graph analysis. They are, however, designed for a small num-

ber of graphs or a simple power set of edges; i.e., they can

find a shortest path just from a power set of edges without

constraints. We often use general optimizers like CPLEX [9]

for graph optimization. However, they require us to describe

the constraints in simple formulae, but many practical prob-

lems are too complicated to permit this. In addition, general

optimizers are not designed to search for multiple solutions.

Graph databases [10] store multiple graphs and provide selec-

tion methods on graph structure. However, they do not employ

efficient graph set representation. VSOP [11] employs family

algebra as does Graphillion, but it provides an abstraction for

combinatorial item sets, not graph sets. Frontier search is, of

course, not implemented in VSOP, and so it does not create

graph sets of a given structure efficiently.

The rest of this paper is organized as follows. Sections II

and III discuss the theoretical aspects of Graphillion. Section

IV describes implementation, Section V reports experimental

results, and Section VI concludes the paper.

II. REPRESENTATIONS OF A GRAPH AND THE SET

This section formulates a graph set as a set of edge collec-

tions. Fig. 1 shows an example of the representation used in

this section.
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U = (Vu, Eu) =
v1 v2

v3 v4

Vu = {v1, v2, v3, v4}

Eu = {(v1, v2), (v1, v3), (v2, v4), (v3, v4)}

2Eu = {

⊆ 2Eu

G ∈

,

G = {(v1, v2), (v1, v3)} = 

= {

, , , ... , },

, , }

(A) the universe

(B) the power set of Eu

(C) a graph set (a set of collections of Eu)

(D) a graph (a collection of Eu)

e.g.,

e.g.,

G
G

G

,

G = E ⊆ Eu
,

Fig. 1. Examples of our graph representation.

A. Representation of a Graph

We first introduce a special graph that defines our universe

(Fig. 1 (A)),

U = (Vu,Eu).

A graph G used in Graphillion must be an edge-induced sub-

graph of the universe (Fig. 1 (D)),

G = E ⊆ Eu,

where only edge collection E defines the graph, while vertices

V are ignored. This simplification puts a limitation on ver-

tices; vertices without edges cannot be recognized. However,

graphs are mainly characterized by edge structures in many ap-

plications, making this limitation not a serious concern in most

cases.

B. Representation of a Set of Graphs

A set of graphs, G , is represented by a set of collections of

Eu (Fig. 1 (B, C)),

G ⊆ 2Eu ,

where 2Eu is the power set of Eu. A graph used in Graphillion

is defined by G ∈ 2Eu .

The maximum size of a graph set, 2|Eu|, increases exponen-

tially with universe size. In order to represent a graph set

efficiently, we utilize a compressed form of a set of collec-

tions, which is named the zero-suppressed binary decision di-

agram, or ZDD [1]. ZDD greatly compresses a very large set

of collections by sharing the common parts of similar collec-

tions. We show an example of the great compression capability

yielded by ZDD in Table I, which presents the number of trees

TABLE I

NUMBER OF TREES VERSUS MEMORY NEEDED BY ZDD

Grid Number of trees Bytes

2×2 10 990

3×3 750 9870

4×4 737354 61830

5×5 8965981766 335190

6×6 1334122533591284 2364750

7×7 2417510626051127173092 18168510

8×8 53140315312826650300530620174 56321790

9×9 14130434522304066557892213731297009012 207115950

TABLE II

CREATION METHODS FOR GRAPH SETS

Structure Parameters

tree a root vertex, spanning or not

forest root vertices, spanning or not

path terminal vertices, hamilton or not

cycle hamilton or not

clique size

connected component vertices to be connected

rooted at a corner on a grid graph versus the amount of mem-

ory needed to store them in ZDD (theoretical value ignoring

implementation overhead). The amount of memory increases

much more slowly than the number of trees.

III. CREATION AND MANIPULATION OF A SET OF

GRAPHS

This section describes the creation of a graph set using fron-

tier search and the use of family algebra to manipulate set con-

tents.

A. Creation of a Set of Graphs

We build a ZDD representing a set of graphs by using

a graph enumeration algorithm called frontier-based search

[3, 12], which integrates several advanced techniques. Frontier

search finds all graphs that have a specified structure based on

dynamic programming. It outputs the enumerated graphs in a

compressed form that is easily converted into a ZDD [6]. The

time complexity is ruled by the size of the compressed form

(slightly larger than that of ZDD), not the number of graphs

being output.

Frontier search was originally limited to trivial structures

like trees, but it has been generalized to support various

structures [4]. Table II shows the structures supported by

Graphillion.

The search space can be limited within a given graph set;

graphs not included in the given set are not enumerated by

frontier search [5].

Simple graph sets can be created by ZDD’s primitives with-

out frontier search; an empty set and a power set are given by
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(A) membership query: e.g.,       is found in

{ } ∩ { }, = { } ≠φ

(B) search: e.g., structure        is found in  

{ }, { } = { }

{ },

(C) graft: e.g., edges       are added to

{ }, = { },

{ },

Fig. 2. Examples of graph set manipulation via family algebra.

the ZDD’s primitives, and small graph sets can be created by

explicitly specifying the graphs (edge collections).

B. Manipulation of a Set of Graphs

Family algebra defines several operations on sets of col-

lections, and the operations can be efficiently performed over

ZDDs [2]. Surprisingly, these operations can be executed on

the compressed data without decompression, so they are highly

efficient. In this subsection, we describe the operations for op-

timization, selection, and modification, in the context of graph

sets.

Several selection operations are defined for a set of collec-

tions, and their semantics make sense for graph sets without

change. They include ordinary set operations, namely, union
(∪), intersection (∩), difference (\), and symmetric difference
(⊕). The intersection operation can be used for a membership

query; to test if graph G is in set G by checking {G}∩G �= /0

(Fig. 2 (A)).

Other selection operations are based on graph structures,

which include subgraphs (�), supergraphs (	), maximal
graphs (↑), and minimal graphs (↓). They do what their names

suggest (they are originally called subsets or maximal sets in

family algebra). The supergraphs operation can be used for

search; to explore G for graphs that include given structure G
by G 	 {G} (Fig. 2 (B)).

All graphs in a set can be modified at once by slightly mod-

ifying family algebra. To graft edge(s) E to all graphs in set

G , we utilize join (�) operation defined in the family alge-

bra (Fig. 2 (C)). Similarly, edge(s) E can be removed by per-

forming meet (
) operation against the complement edge set

Ec = Eu \E (i.e., Ec are edges not to be removed in this con-

text). The flip (�) operation flips edge status in all graphs.

Optimization is provided by a search algorithm of family

algebra that finds a maximum or minimum weighted edge col-

lection (graph) in the set. Since this search algorithm returns

just a single best graph, we employ the difference operation

to obtain multiple graphs in descending (or ascending) order

of weight; the search algorithm is applied repeatedly while re-

moving the previous best graph from the set by the difference

operation as follows.

for i = 1 → k do // find top-k graphs from G
G = find max(G ) // get best G from G
// do something with G
G = G \{G} // remove G for the next iteration

end for
Graphillion defines other operations like hitting sets [13],

random sampling, and counting graphs in a set, but we do not

describe them due to space limits.

IV. IMPLEMENTATION

Frontier search and family algebra are implemented in C++,

while the programming interface is written in Python. This

interface is based on Python’s set; e.g., the size query (len

function in Python), membership query (in operation), it-

erators (for operation), and general set operations (union,

etc.). We add graph-specific operations to this interface like

supergraphs, graft, and the graph-weight optimizers. Our

implementation requires 14,965 lines of code in C++ and 2,251

lines in Python.

A graph set object in Python maintains a reference to the cor-

responding ZDD object of C++. The graph set object is very

lightweight, since it has no attribute other than the reference.

The selection methods return a new graph set object that refers

to the associated ZDD object. The modification methods just

replace their reference with a new reference to the new ZDD

object. The optimizers are implemented as a Python iterator,

which runs a loop step by step and yields the best graphs one

by one instead of extracting all of them at once.

In order to enhance productivity further, any type of graph

object (e.g., NetworkX graph) can be used in Graphillion. A

graph object is transparently converted into the Graphillion’s

internal representation (an edge collection) by user-defined

converters. Programmers can use Graphillion as an enhance-

ment tool for their favorite graph modules simply by register-

ing the converters.

V. EXPERIMENTS

In this section, we first show the performance of

Graphillion’s operations. We then discuss two case studies,

a puzzle solver and a power network optimizer, to examine

the tradeoff between performance and productivity. All exper-

iments were conducted with Python 2.7 and GCC 4.7 on Linux

2.6 using a single core in Intel Xeon E31290 (3.60 GHz) with

32 GB of RAM.

A. Basic Performance

We evaluate the performance using a set of trees rooted at a

corner on a grid graph. The set size is shown in Table I. The

performance of creation is measured by building a set of the

trees. The selection performance is evaluated by calculating

the union of two sets of trees; trees in one set are rooted at a

corner while those in the other set are rooted at the diagonally

opposite corner. The modification performance is evaluated by
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Fig. 3. CPU time and memory usage for the basic operations with and without Graphillion. The operations are executed over trees rooted at a corner on a grid

graph. The grid size on the horizontal axis indicates N of the N ×N grid.

grafting an edge to all trees. The optimization performance is

measured by finding the top-3 weighted trees with the maxi-

mizing operation.

We measured the CPU time and the memory usage of these

operations with and without Graphillion. In the implementa-

tion without Graphillion, graphs are created as NetworkX ob-

jects, and are stored in Python’s built-in set object (the union

operation is provided by the built-in set, but the other oper-

ations were added by us). In order to evaluate Python’s over-

head, we developed pure C++ implementation of the opera-

tions just for the experiments.

The results are shown in Fig. 3. The implementation with-

out Graphillion could not finish any operation for a 5×5

grid within an hour due to the very large number of trees.

Graphillion performs a little poorly on the small grids due to

the overhead of object mapping and conversion, but the over-

head is negligible in the larger grids. It finished all operations

in less than 10 seconds with 500 MB of memory even for the

9×9 grid, which has 1037 trees. Creation and optimization are

slower than the other operations, because they involve com-

plicated search algorithms. Selection requires twice as much

memory than the others since it uses two sets of trees2, but it is

the fastest due to its simple operation.

B. Puzzle Solver

The first case study is the Slitherlink puzzle3, which is a

logic puzzle to find a cycle that satisfies given hints (Fig. 4).

The Slitherlink solver in [14] was the fastest one that could

2Selection requires 500 MB of memory, which is slightly larger than dou-

ble the theoretical value (207 MB), shown in Table I, because of the unused

slots in the hash table used to maintain ZDDs. The flat regions seen in the

memory usage for smaller grids are also due to the pre-allocated slots of the

hash table.
3http://www.nikoli.com/en/puzzles/slitherlink/
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Fig. 4. An example of the Slitherlink problem (left) and its solution (right) on

6×8 grid; adjacent dots are connected with vertical or horizontal lines, and a

cycle is formed satisfying given hints, which indicate the number of lines

surrounding it while empty cells may be surrounded by any number of lines.

list all solution cycles. The solver employs frontier search re-

designed for Slitherlink; it has special algorithms to process

hints. It is written in 2,116 lines of C++ code.

We developed another solver with Graphillion, without fron-

tier search dedicated for Slitherlink. This new solver, first, enu-

merates subgraphs that satisfy the hints, and then runs frontier

search over the hint-satisfying subgraphs to select solution cy-

cles. Thanks to the generality of Graphillion, the new solver is

written just in 153 lines of Python. This is a 93 % reduction in

code line number, and it is, in addition, written in easy Python,

not in complicated C++.

We measure the CPU time and memory usage on three prob-

lems found in a Slitherlink book [15], all of which have just a

single solution. We also conduct an experiment against a mod-

ified problem in which ten hints are randomly removed to per-

mit multiple solutions. Fig. 5 shows the results. Both solvers

scaled similarly with problem size, and their memory usages

were roughly comparable. The Graphillion solver is slightly

outperformed in CPU time due to the special algorithms in

the dedicated solver, but the tradeoff between performance and

productivity is acceptable.
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Fig. 5. CPU time and memory usage of the dedicated solver and the

Graphillion solver on Slitherlink problems.

We can obtain top-k longest or shortest cycles with

Graphillion’s iterators, when the problem has multiple solu-

tion cycles. It took just another 0.24 seconds to find the three

longest cycles from among the 117059496 solutions in the

modified problem.

C. Power Network Optimizer

The second case study is power loss minimization in a dis-

tribution network; this is a discrete non-convex optimization

problem involving hundreds of variables [16]. A power distri-

bution network can be represented by a graph in which a ver-

tex corresponds to a town block or a power substation while an

edge is a power line with a switch (Fig. 6). The power flow is

configured by changing the open/closed status of switches. It

must be cycle-free to avoid short circuits, and must cover all

blocks to avoid blackouts; the power flow, as a consequence,

forms a spanning forest, in which each tree is rooted at a power

substation. The flow also must satisfy complicated electrical

constraints on line capacity and voltage drop; roughly speak-

ing, very large or tall trees are forbidden. The network is op-

erated to minimize resistive line losses while satisfying these

constraints.

In [17], a power loss optimizer is developed using frontier

search and family algebra in an ad-hoc manner without the

unified concept discussed in this paper. The loss optimizer

first enumerates all spanning forests rooted at substations by

frontier search (1st line of Fig. 7). It then enumerates all

electrically-infeasible trees for each substation by conducting

complicated power calculations (2nd line of Fig. 7). Family al-

gebra selects forests that do not include the infeasible trees (3rd

line of Fig. 7). Finally, the minimum-loss forest is found from

the selected feasible forests; since the search space consists of

only the feasible forests, the search algorithm does not need

to consider the complicated constraints. To handle the nonlin-

ear nature of the power loss, a dedicated search algorithm had

been developed (that of family algebra was not used). Our past

work implemented a part of frontier search and of family alge-

bra in 6,856 lines of C++ code, while the complicated power

calculations, including nonlinear optimization, was written in
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Fig. 8. CPU time and memory usage of power network optimizers with and

without Graphillion.

1,221 lines of Python code. Intermediate data are serialized

into a file, which is exchanged between the C++ program and

the Python program.

We developed another power loss optimizer that imple-

ments the same algorithms but employs Graphillion for fron-

tier search and family algebra; we are allowed to focus on the

power calculation and the nonlinear optimization. Since this

optimizer is implemented as a single program, it does not need

to exchange intermediate data. It is written in 1,164 lines of

Python code without C++. This Python code is shorter than

the original, because it does not require serialization and ob-

ject mapping. In total, we achieved a 86 % reduction in code

line number, and it is, in addition, written in easy Python, not

complicated C++.

The two optimizers are compared for power distribution net-

works used in [17]; the largest network has 432 blocks (ver-

tices) and 468 power lines (edges). The results are shown in

Fig. 8. Both implementations demonstrate comparable perfor-

mance in the CPU time and memory usage (the memory usage

includes both C++ and Python programs for the implemen-

tation without Graphillion). The Graphillion optimizer was

slightly faster due to its omission of data exchange, while it

required a bit more memory because of the full Python imple-

mentation. This memory overhead is negligible compared to

the productivity improvement, which allows programmers to

focus on their own problems without considering complicated

graph operations. Surprisingly, more than 1058 feasible forests

were handled with only 1.5 GB memory in the largest network.

Graphillion needed just one thousand code lines to find an op-

timal solution from a non-convex set of 1058 graphs in just one

minute.

Graphillion also can be used as a graph database of feasible

forests. We issued queries specifying an open/closed switch

to select all the forests matched to the queries, like Fig. 2 (B).

Graphillion processed the queries within just 1.5 seconds for a

closed switch and within 0.5 seconds for an open switch in the

largest network.
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Power substation
Town block
Power line w/ switch

Fig. 6. An example of power

distribution network, which is

represented by a graph; the power flow

can be configured by the switches.

{ }, , , , ,

({ } ∪ { })
spanning forests

not including infeasible trees

={ }, ,

Fig. 7. An example of optimization algorithms for power networks in Fig. 6; feasible solutions are obtained as

the spanning forests with no infeasible trees, and then the optimal one is searched for (not shown in the figure).

VI. CONCLUSIONS

In this paper, we have introduced Graphillion, which is a

software library designed for very large sets of graphs. Our

representation of a graph set allows us to utilize the theory of

the “family of sets”, which can compress graph sets and manip-

ulate them efficiently. Graphillion is implemented in Python

and provides a sophisticated but easy to use interface. Experi-

ments showed the excellent performance of Graphillion. Two

case studies revealed that programmers can handle very large

graph sets with just a small number of lines of code.

Future work includes a plug-in mechanism for operation

customization, generalized design for directed graphs and hy-

per graphs, and analysis of compression ratio on graph set

characteristics. Since we would like to find out more appli-

cations for which Graphillion works well, we make it publicly

available online.
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